Natural Language Processing (NLP)

Course-End Project - Solution
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**Help Twitter Combat Hate Speech Using NLP and Machine Learning**

**Objective:** Using NLP and ML, make a model identify hate speech (racist or sexist tweets) in Twitter.

**Problem Statement:**

Twitter is the biggest platform where anybody and everybody can have their views heard. Some of these voices spread hate and negativity. Twitter is wary of its platform being used as a medium to spread hate.

You are a Data Scientist at Twitter, and you will help Twitter in identifying the tweets with hate speech and removing them from the platform. You will use NLP techniques, perform specific cleanup for tweets data, and make a robust model.

**Domain:** Social Media

**Analysis to be done:** Clean up tweets and build a classification model by using NLP techniques, cleanup specific for tweets data, regularization and hyperparameter tuning using stratified k-fold and cross validation to get the best model.

**Content:**

id: identifier number of the tweet

Label: 0 (non-hate) /1 (hate)

Tweet: the text in the tweet

**Tasks:**

1. Load the tweets file using read\_csv function from Pandas package.

Importing the usual libraries.

import pandas as pd, numpy as np

import os, re

Reading the csv file.

inp\_tweets0 = pd.read\_csv("TwitterHate.csv")

inp\_tweets0.head()
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1. Check out the distribution of the label. Is there class imbalance?

inp\_tweets0.label.value\_counts(normalize=True)
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Looks like there is high imbalance in the classes.

The modeling process will have to account for this.

1. Get the tweets into a list, for easy text cleanup and manipulation.

tweets0 = inp\_tweets0.tweet.values

1. Cleanup:
   1. Normalize the case.
   2. Using Regular expressions, remove user handles. These begin with '@.
   3. Using Regular expressions, remove URLs.
   4. Using TweetTokenizer from NLTK, tokenize the tweets into individual terms.
   5. Remove stop words.
   6. Remove redundant terms like ‘amp’, ‘rt’.
   7. Remove ‘#’ symbols from the tweet, while retaining the term.
   8. Extra cleanup by removing terms with a length of 1.

Normalizing case:

tweets\_lower = [twt.lower() for twt in tweets]

Removing user handles.

Testing on a test string:

import re

re.sub("@\w+","", "@Rahim this course rocks! http://rahimbaig.com/ai")
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Applying on the data:

tweets\_nouser = [re.sub("@\w+","", twt) for twt in tweets\_lower]

Removing URLs.

Test string example:

re.sub("\w+://\S+","", "@Rahim this course rocks! http://rahimbaig.com/ai")
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Applying on the data:

tweets\_nourl = [re.sub("\w+://\S+","", twt) for twt in tweets\_nouser]

Tokenizing using TweerTokenizer from NLTK:

from nltk.tokenize import TweetTokenizer

tkn = TweetTokenizer()

Applying the tokenizer on the data using list comprehension:

tweet\_token = [tkn.tokenize(sent) for sent in tweets\_nourl]
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Removing punctuation, stop words, redundant terms like ‘rt’, ‘amp’, and removing terms with length of 1:

from nltk.corpus import stopwords

from string import punctuation

stop\_nltk = stopwords.words("english")

stop\_punct = list(punctuation)

Adding some specific punctuation from the data :

stop\_punct.extend(['...','``',"''",".."])

stop\_context = ['rt', 'amp']

Final stop word list including all of these:

stop\_final = stop\_nltk + stop\_punct + stop\_context

Define a function to:

**a**. Remove stop words from a single tokenized sentence.

**b**. Remove # tags.

**c.** Remove terms with length = 1.

def del\_stop(sent):

return [re.sub("#","",term) for term in sent if ((term not in stop\_final) & (len(term)>1))]

Applying the function on the data:

tweets\_clean = [del\_stop(tweet) for tweet in tweet\_token]

Take a look at one of the tweets:
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1. Check out the top terms in the tweets.
   1. First, get all the tokenized terms into one large list.
   2. Use counter and find the 10 most common terms.

Adding all terms to one huge list:

term\_list = []

for tweet in tweets\_clean:

term\_list.extend(tweet)

Using counter to get top terms:

from collections import Counter

res = Counter(term\_list)

res.most\_common(10)
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1. Data formatting for predictive modeling:
   1. Join the tokens back to form strings. This will be required for the vectorizers.

tweets\_clean = [" ".join(tweet) for tweet in tweets\_clean]

* 1. Assign x and y:

X = tweets\_clean

y = inp\_tweets0.label.values

* 1. Perform train\_test\_split using sklearn:

from sklearn.model\_selection import train\_test\_split

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = 0.30, random\_state=42)

1. You’ll use TF-IDF values for the terms as feature to get into a vector space model
   1. Import TF-IDF vectorizer from sklearn.

from sklearn.feature\_extraction.text import TfidfVectorizer

* 1. Instantiate with a maximum of 5000 terms in your vocabulary.

vectorizer = TfidfVectorizer(max\_features = 5000)

* 1. Fit and apply on the train set.

X\_train\_bow = vectorizer.fit\_transform(X\_train)

* 1. Apply on the test set.

X\_test\_bow = vectorizer.transform(X\_test)

X\_train\_bow.shape, X\_test\_bow.shape
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1. Model building: Ordinary Logistic Regression
   1. Instantiate LogisticRegression from sklearn with default parameters.
   2. Fit on the train data.
   3. Make predictions for the train and the test set.

from sklearn.linear\_model import LogisticRegression

logreg = LogisticRegression()

Fitting on the train data:

logreg.fit(X\_train\_bow, y\_train)

Making predictions:

y\_train\_pred = logreg.predict(X\_train\_bow)

y\_test\_pred = logreg.predict(X\_test\_bow)

1. Model evaluation: Accuracy, recall, and f1\_score
   1. Report the accuracy on the train set.
   2. Report the recall on the train set:decent, high, or low?
   3. Get the f1\_score on the train set.

from sklearn.metrics import accuracy\_score, classification\_report

Checking the accuracy score:

accuracy\_score(y\_train, y\_train\_pred)
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95.6%. Is it impressive? Well, we do have a heavy class imbalance. So this accuracy may not be good if we are not capturing the 1s well at all.

So let’s look at the classification report:

print(classification\_report(y\_train, y\_train\_pred))
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Oops! Recall is just 39% for 1 class which is not so great at all.

1. Looks like we need to adjust the class imbalance, as the model seems to focus on the 0s.
   1. Adjust the appropriate class in the LogisticRegression model.

Instantiating with the right parameter:

logreg = LogisticRegression(class\_weight="balanced")

1. Train again with the adjustment and evaluate.
   1. Train the model on the train set.
   2. Evaluate the predictions on the train set: accuracy, recall, and f1\_score.

logreg.fit(X\_train\_bow, y\_train)

Evaluating the train set:

y\_train\_pred = logreg.predict(X\_train\_bow)

accuracy\_score(y\_train, y\_train\_pred)

Accuracy score is 95.35%. It is a little lower than the previous model, but the classification report will give better details.

print(classification\_report(y\_train, y\_train\_pred))

![](data:image/png;base64,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)

So much better on the train set! A recall of 97%! Looks like the parameter improved a lot.

The f1\_score is also better at 0.74.

Note that this is still the training data. The performance could be lower on the test set.

1. Regularization and Hyperparameter tuning:
   1. Import GridSearch and StratifiedKFold because of class imbalance.
   2. Provide the parameter grid to choose for ‘C’ and ‘penalty’ parameters.
   3. Use a balanced class weight while instantiating the logistic regression.

from sklearn.model\_selection import GridSearchCV, StratifiedKFold

Create the parameter grid based on the results of random search.

param\_grid = {

'C': [0.01,0.1,1,10,100],

'penalty': ["l1","l2"]

}

Instantiating the logistic regression model with a balanced class weight:

classifier\_lr = LogisticRegression(class\_weight="balanced")

1. Find the parameters with the best recall in cross validation.
   1. Choose ‘recall’ as the metric for scoring.
   2. Choose stratified 4 fold cross validation scheme.
   3. Fit it on the train set.

You’ll supply stratified k-fold as out cv strategy to GridSearchCV. You need to stratify as there is heavy class imbalance in the dataset.

grid\_search = GridSearchCV(estimator = classifier\_lr, param\_grid = param\_grid,

cv = StratifiedKFold(4), n\_jobs = -1, verbose = 1, scoring = "recall" )

Fitting on the train data to get the best parameters:

grid\_search.fit(X\_train\_bow, y\_train)

1. What are the best parameters?

grid\_search.best\_estimator\_
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From cross validation, the best parameters are: C = 1, penalty = “l2”.

1. Predict and evaluate using the best estimator.
   1. Use the best estimator from the grid search to make predictions on the test set.
   2. What is the recall on the test set for the toxic comments?
   3. What is the f1\_score?

y\_test\_pred = grid\_search.best\_estimator\_.predict(X\_test\_bow)

print(classification\_report(y\_test, y\_test\_pred))
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Looks like you did a good job on the test set. The f1\_score for 1 class is 0.60 and the recall is 0.77. Great!